Queries:

1. What is @classmethod?
2. What is @staticmethod?
3. When to use @classmethod and @staticmethod?
4. Why are strings immutable in Python?

​

**Some basic concepts:**

**What is Python**:

* Interpreted:
* Object Oriented (but not completely)
* High level
* Dynamic Typing

**Why Python**:

* Rapid Application Development
* Simple
* Easy to learn
* Readable
* Reduces cost of program maintenance Vs Java:
* slower to execute compared to java why?
* Takes less time to develop
* Programs are 3-5 times shorter than equivalent java programs

**Python shell**:

* use help() to get details about inbuilt things in python.
* Python scripts are written in text files with extension .py

**Python errors**:

* Name error: When we are using some thing that does not exist. (‘Name <> is not defined)
* Type error : Giving a wrong argument to a function or we are trying to do something that is not supported.
* for example: len(5) will give- TypeError: object of type 'int' has no len()
* Syntax error :
* Value error : The value that we wanted is not available.
* keyerror: fetching value for dictionary using a key that does not exist.
* Attribute Error: ‘string’.contains(’t’)
* AttributeError: 'str' object has no attribute 'contains'

**Deep Copy vs Shallow Copy:**

[![Deep](data:image/png;base64,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)](http://cdncontribute.geeksforgeeks.org/wp-content/uploads/Deep.png)

* In case of deep copy, a copy of object is copied in other object. It means that **any changes** made to a copy of object **do not reflect** in the original object.
* In python, this is implemented using “**deepcopy()**” function.

[![Shallow](data:image/png;base64,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)](http://cdncontribute.geeksforgeeks.org/wp-content/uploads/Shallow.png)

* In case of shallow copy, a reference of object is copied in other object. It means that **any changes**made to a copy of object **do reflect** in the original object.
* In python, this is implemented using “**copy()**” function.

Example:

Import copy

a = [1, 2, [3, 4]]

Shallow = copy.copy(a)

Deep = copy.deepcopy(a)

a[2][0] = 4

a[0] = 0

a 🡪 [1, 2, [4, 4]]

b 🡪 [1, 2, [4, 4]]

c 🡪 [1, 2, [4, 4]]

The difference between shallow and deep copying is only relevant for compound objects (objects that contain other objects, like lists or class instances):

* A *shallow copy* constructs a new compound object and then (to the extent possible) inserts *references* into it to the objects found in the original.
* A *deep copy* constructs a new compound object and then, recursively, inserts *copies* into it of the objects found in the original.

BOOLEAN

* number 0 in any form where being empty string or object are false.
* so anything that is empty or 0 is false
* everything else is true.
* bool(None) is also False
* We don’t have === in python like we have in javascript

STRING

* sequence of characters.
* contains a-z, 0-9, @#$%$ etc.
* it should defined in double or single quotes.
* use escape sequence backslash ‘\’ to ignore something after it.
* We can use backslash to print the string in the new line in the code (not in the output though).

text = “some text \

in next line”

* Built in methods for string:
* len(string)
* string.lower()
* string.upper()
* str(something) : converts something in string form
* string.replace(replace, with , count)
* string[1:6] - to get the substring from a string.
* string[0basedStartRange:1basedEndRange:Steps] - steps refer to the skip in the getting the substring.
* print (“SantoshPILLAI”[0:8:2])
* output: Snoh
* string[StartIndex:] - Starts printing after start index till the end as no end index is provided.
* string[-1:] - minus indexing starts from the end.
* string[::] - prints the string as it is.
* string[::-1] prints the reverse of the string.
* String formating:
* There are 2 ways:
* print ("My name is " + text3) print ("My name is %s and previously it was %s" %(text3, text2))

here %s is like a place holder that will be replaced by values in %() in the same order.

* print(“My name is {} and previously it was {}”.format(text3, text2))
* Concatenation:
* We can add 2 strings using a + operator.
* If any of the operand is not a string then we have to convert it into a string using ‘str’ function else we get a type error.
* In python a string is any bit of characters between quotes
* Quotes:
  + “test” is valid string
  + ‘test’ is also a valid string.
  + We can use both single and double strings to represent a variable.
  + “He’s right” is valid string.
  + ‘He’s right’ will give error. So we can use the escape character to let python ignore a quote.
* Strings can also be used in triple quotes.
* “”” this is string”””
* ‘’’ this is string ‘’’
* The str() function to covert anything to a string.
* We can do multiply operation on strings for some formatting.
* “—“ \* 20
  + we can add dynamic values to string using format function
* print ( "this is {} {}" .format(4, 10))
  + Strings have to start and stop with the same quote symbol, either single (') or double (") or triple (''' or """) quotes.
* You also don't want to use that same quote symbol inside the string unless you escape with with backslash (\).
* Strings can be combined with the plus sign (+) which is known as concatenation.
* Strings can also be combined using string formatting which uses two braces ({}) as placeholders and the .format() method. You provide a bit of data to .format() for every placeholder in your string. For example:“My {} is {}".format("name", "Kenneth")
* This string has two placeholders so we have to give two new things to .format().
* You can also multiply strings by an integer. This will result in the string's content being repeated as many times as the value of the integer. "hi" \* 3 would create "hihihi".
* And, finally, you can create a string from another value by using the str() function.
* We can not something from a string directly as strings are immutable. So convert string to a list, delete the item and then convert back to a string

Why is python slower than Java?

What is the init.py file?

* + Init.py file in a directory tells the python interpreter to use this directory as a python package directory.
  + This helps us in importing or using modules across different python directories.
  + For example:
* package**/**
* \_\_init\_\_.py
* file.py
* file2.py
* file3.py
* subpackage**/**
* \_\_init\_\_.py
* submodule1.py
* submodule2.py

because of using init.py files, file.py can use submodule1.py, present in a different packages,

What goes inside \_\_init\_\_.py

\_\_init\_\_.py can be an empty file but it is often used to perform setup needed for the package(import things, load things into path, etc).

————————————————————————————————————————————

Advanced Data type:

Python Collections:

————

**List:**similar to arrays

* **data type to store more than one value in one variable**
* **Element are stored in a order called index of the elements**
* elements are added inside square brackets
* car[“maruti” , “Honda”, “BMW”]
* changing values in a list
* car[0] = “Tata”
* List buildin methods:
* len(cars) : gets the length of the list
* cars.append(“benz”) : add item at the end.
* cars.insert(index, “suzuki”): add item at a certain position. We need to know the index in advance.
* cars.index(“Honda”) : get index position of an item.
* cars.pop() : removes the last element of the list and gives it back to us. It either takes no argument (then remove the last element) or we can provide a specific index to it.
* del cars[index] - removes the item based on the index
* cars.remove(“Tata”) : removes the given item from the list.
* cars[0basedStartIndex:1basedendIndex] : to slice the list.
* Slicing can be used with both list and strings
* cars.sort() : sorts the list in some specific order based on the type of data in the list. All types should be same for using this method.
* Extending our list:
* We can combine out list just like combining two Strings
* our\_list = [1, 2, 3, 4,]
* our\_list = our\_list + [5, 6, 7]
  + [1, 2, 3, 4, 5, 6, 7]
* our\_list = our\_list.append([8, 9, 10])
  + [1, 2, 3, 4, 5, 6, 7, [8, 9, 10]]
* extends method:
* using + sign to add lists is not that clean. So ‘extend’ method is a better approach. Its faster for bigger lists. Extend method extends the list by appending elements from the iterable.
* our\_list = [1, 2, 3]
* our\_list = our\_list.extend(range (4, 10000))
* Inserting items:
* We can use insert method to insert an item into a list at a specific location.
* our\_list = [1, 2, 3]
* our\_list.insert(0, 0) # insert(index, value)
* [0, 1, 2, 3]
* SLICING:
* [start:stop:step]
* Copy list into another:
* myList2 = [5, 4, 3, 2, 1] myList3 = myList[:] #creates a copy of the myList myList3.sort() print (myList2); print (myList3)
* Slicing limited part of the data:
* Deleting or Replacing slices:
* myList = [1, 2, 3, ‘a’, ‘b’, ‘c’, 7]
* myList[3:6] = [4, 5, 6]
* When replacing a slice with another iterable, they need NOT be the same size.
* >>>myList = [1, 2, 3, "a", "b" , "c", 7]
* >>>myList[3:6] = [4, 5, 6]
* >>>myList
* [1, 2, 3, 4, 5, 6, 7]
* >>>myList[3:6] = [9, 10]
* >>>myList
* [1, 2, 3, 9, 10, 7]

**Dictionary:**similar to hash map

* data type to store more than one value in a variable.
* elements are added inside curly braces.
* elements are added in key value pairs {key:value}
* there is no indexed. elements are not ordered and can’t be accessed via index (like in list).
* Elements can be accessed based on mapping using the keys.

Example.

myDict1={"Name":"Santosh" , "Age" : "26"}

* Nesting dictionary:

employee= {‘emp1’:{‘name’: ‘Santosh’, ‘age’:26} ,‘emp2’ :{‘name’ : ‘Test’ , ‘age’ : 80}}

print (employee)

print (employee['emp1']) print (employee['emp1']['name'])

* Dictionary builtin Methods:

1. myDict1.keys() - gets all the keys inside the the dictionary as a list
2. del myDict(“key\_Name”) - deletes a key value pair from the dictionary
3. myDict[“key”] = “value” - adding/updating a single key in dictionary.
4. myDict.update( {key1: value1 , key2: value 2} ) - adds/updating multiple key value pairs
5. myDict1.values() - gets all the values inside the dictionary as a list
6. myDict1.items() - gets all the items inside the dictionary as tuple.
7. myDict1.clear() - clears the dictionary for all its elements.
8. myDict1.pop(“Age”) - pops up the key value pair from the dictionary based on the key provided as argument.

* Unpacking a dictionary:

we can unpack a dictionary that is get data out of using \*\* symbol

for example

myDict2 = { 'name' : 'Santosh' , 'age' : 26 , 'profession' : 'Engineer'}  print (" My name is {name}. I am {age} years old and I am an {profession} by profession ".format(\*\*myDict2))

* Looping through a dictionary

Unlike strings and lists, dictionary does not have a set order

We can loop over both values and keys present inside a dictionary

my\_dict = { ‘key1’: ‘value1, …..}

for keys in my\_dic.keys()t:

print(keys) —prints the keys

print(my\_dict[keys]) — prints the values based on the keys

for value in my\_dict.values():

print value — prints the values.

for key, value in my\_dict.items():

* We can’t slice a dictionary as values are not ordered.

—————————

**Tuple: similar to List but they can’t be changed.**

* similar to lists but are immutable
* values can’t be changed.
* values are entered in round brackets.
* Memory efficient.
* my\_tuple = (1, 2, 3)
* its not the parenthesis that make a tuple, a tuple.its the commas
* my\_tuple = 1, 2, 3 is also a tuple.
* parenthesis make it easier to recognise tuples in the code.

**Tuple builtin methods:**

my\_tuple.index(1) : to get the index.

my\_tuple[1:

Converting list to tuple using tuple method:

my\_tuple = tuple([1,2, 3])

**Uses of tuplet**

* tuples have fixed size and memory so it reduces the memory usage.
* We can do simultaneous assignment using tuples,

a, b = 1, 2

This is also related to how packing and unpacking works.

Common use case is swapping variables:

a, b = b , a

* we can using tuple as return values of function to return multiple values at the same time.
* We can unpack a tuple using \* symbol
* Tuples are immutable, that is we can change the value inside it. But we can still add a mutable object inside a tuple and then change that.

mytup = (1, ‘string’ , [1, 2, 3])

mytup[2][1]= 4

mytup =

(1, ’string’ [1, 4, 3])

We can update a mutable value inside a string but not delete it completely.

**Enumerate:**

* This methods takes an iterable and gives us each value in it and its index position.

 for index, value in enumerate(range(1, 100)): print("{} {}".format(index+1, value))

**Sets:Collection of unique elements.**

* Created using curly braces.- {1, 2, 3} is a Set.
* A blank set is treated as a dictionary. So in that case we need to use a set method.
* Adding to Set. (add)
* Sets are mutable like list so we can add to it using:

a= {1, 2, 3}

a.add(4)

* Updating set: (update)

We can update the Set with more values using update method:

a.update({5, 6} , {7, 8})

{1, 2, 3, 4, 5, 6, 7, 8 }

* Deleting from Set: (remove , discard, pop)

We can delete using remove() method. It takes the item that we want to remove.

a.remove(8)

if the item we want to remove does not exist, then we will get a key error.

discard method also removes the value, but it does not give any key error if the value is not present.

pop method removes the last element and returns it.

* **We can also perform following math operations on Sets**

**Union: Returns all the elements in both the sets (discarding the duplication).**

set1 = {1, 2, 3}

set2 = {3, 4, 5}

set1.union(set2)

0r

set1 | set2

{1, 2, 3, 4, 5}

**- Union is similar to update but it does not change the original set.**

**- Difference: to find elements in one set that is not present in the other set.**

set1.difference(set2) —> {1, 2, 3}

set2.difference(set1) —> {3, 4, 5}

The difference operation is - symbol

set1 - set2 —> {1, 2}

set2- set1 —> {4, 5}

**Symmetric difference : to get combination of elements that are present in both the sets and discarding the common elements.**

set1.symmetric\_difference(set2) —> {1, 2, 4, 5}

set2 ^ set1 —> {1, 2, 4, 5}

Intersection: Get the element present in both the sets.

Set1.intersection(set2) —> {3}

set2 & set1 —> {3}

——————

**Comparators:**

* == : refers to equality and is know as equality operator.
* != : not equal to
* < : less than
  + : greater than
* <= : less than equal to
* >= : greater than equal to.

**Boolean comparators**

* and : returns true if both are true. If the first is false, then it returns false without executing the second operator.
* or : return true of any of the expression is true. if first is true then it does not evaluate the second expression.
* Not: Returns the opposite the result returned by the expression.
* The order of precedence is Not or and.

**Conditional Statement:**

* if ,elif and else
* in Keyword

Checks for containment. That is whether a certain value is another value.

2 in test[1, 2, 3]

It returns a boolean.

This is mostly used with if statement and in for loop

It can also be used as :

if something not in something else

if not something in something else

**Taking user input:**

We can take inputs from the user using the input method.

age = int(input(“whats your age? “)

**Looping statements:**

while

for

- for something in SomethingElse

here something is variable created on the fly which takes the values inside ‘SomethingElse

break: to break out of the loop

continue: to break of the current iteration.

While- else

**Iterating over multiple list:**

This can be done using built in method ‘zip’ . It works in pair. so it will stop after completing the shorter list.

l1=[1, 2, 3]

l2 = [4, 5, 6, 7, 8, 9, 10]

for a , b in zip(l1, l2):

print (a)

print (b)

out: 1 2 3 4 5 6

It loops three time only as that is the limit of the first loop.

**Rang function**:

Built in function

creates a sequence of number.

this is not saved in memory so there is not load on our computer.So this can be used to create a list of millions of number without affecting the computer memory

———————————————————

Methods:

A function used inside a class is a method.

building blocks in any programming language

a reusable piece of code that does some task.

syntax : def methodname(arguments) :

def stands for define.

syntax should end with a colon.

Naming convention: use all small case separated by underscore or use camel casing

Always write the doc code about what the method does.

doc code is written as the first thing inside the method. just type “ “ “ and then hit enter and it will be done automatically in pycharm .

Positional parameters:

These are optional parameters and are used to assign default values when no values are passed in the method call.

def sum (n1=2, n2=3)

we can simple call the method without any arguments as we are using optional parameters in the method call.

sum()

We can also change the positions using positional parameters using positional parameters.

sum (n2=3 , n1=2)

We can also change the number of arguments passed like.

sum (n2=3)

Some built in functions:

max() - reruns the maximum from the given argument

min() - returns the minimum form the given arguments

abs() - returns the absolute value of the given value

type() - returns the type of the given value, whether its a string or list or something else.

We can pass multiple arguments to a method using following syntax:

def someMethod(\*args):

someMethod(1, 2, 3, 4, 5)

Variable Scope:

A variable declared inside a method can’t be used outside the method.

If two variables have same name and one has global and other has local scope, then changing the locally scoped variable won’t change the global one.

use keyword ‘global’ in side the method, to ensure that you are using the global variable and in this cases, the changes made the variable in sided the method will affect the global variable as well.

Range Function:

When:

Used when want to perform an action X number of times, where you may or may not care about the index.

​

ADVANCED CONCEPTS:

\_\_name\_\_ is a special variable that refers to the current namespace.

To prevent code from being executed when you import a module, put it into a function or class, or inside following if condition:

if \_\_\_name\_\_== “\_\_main\_\_”

Object Oriented Programming in Python:

Classes and Objects

Class are are like a block of statements that hold other things like properties and methods.

class Animal:

name = “Dog”

color = “Black

We can create an object or any instance of the class simply by

my\_obj = Animal()

To make the classes useful we write functions inside the classes, and the functions inside a class are called as methods.

class Animal :

name = “Dog”

sound = “bark”

def sound (self){

return self.sound.uppercase()

animal = Animal()

animal.sound()

>>> BARK

Every method in class, at very least, takes one argument called as ‘Self’, this is mendatory

‘Self’ represents the instance on which we are calling this method on. We don’t have to pass it when calling the function, but it should be mentioned in the method definition.

Variables defined inside a class but outside any method are class variables. All the objects have access to same copy of this method.

Variables defined inside a class method are called as instance methods.

Dunderinit( \_\_init\_\_ )

Lots of times we want our object to have certain values for their attributes when we start. This is done by \_\_init\_\_

\_\_init\_\_ is called when we create an object of our class.

This is special python methods.

this is similar to constructors in Java.

it is used the do some initialisation when class object is created ( object name = ClassName():)

\*\*kwargs: helps us to unpack the parameters send to us as a dictionary and then get the value using the key name

to get value: kwargs[key\_name]

Dunderstr( \_\_str\_\_):

This is a method that gets called when over something is converted in to a string.

Inheritance:

Means to have a parent class with subclasses, where subclass can use attributes (properties and methods of the parent class)

Syntax:

class Child (Parent):

Overloading and Overriding in python:

Overloading:

not supported in the python.

But we can perform overloading using variable arguments as the method parameter.

Overriding:

supported in python.

overridden method

Built in modules

These are just the external python files that we can include in our project in order to use their methods.

syntax

import math - this imports the complete math module into our program.

from math import sort - This imports the square root method from the math module.

Exception Handling:

There can be cases when there is an error in our program the stops the execution. Sometimes we want to accept these errors and don’t stop the execution. This is called handling the exception.

In python, we use ‘try except’ block for handling exception.

try :

some code that may raise exception

except typeofexception1:

some code to handle the exception raised

finally:

block of code that’s always executed. Used to do

some clean up actions.

Finally if mentioned, gets always executed..

a try block can have multiple except: blocks to handle different types of exception.

using only ‘except:’ will handle all the exceptions:

writing except typeofexception: will handle any specific exception.

We can also have ‘else’ with the try catch. It gets executed when there is no exception. Syntax:

try:

except:

else:

Raise keyword

The raise statement allows the programmer to force a specified exception to occur.

>>> raise NameError('HiThere')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

NameError: HiThere

File I/O

Writing to a file

To read/write data to a file we need to open the file first:

my\_file = open("text1.txt" , “mode”)

We can have following ‘Modes’ to manipulate a file:

w - Write only mode

r - read only mode

r+ - read and write mode

a - append mode,

To write to a file:

my\_file.write(“Some data”)

once we are done with the file, its important to close

my\_file.close()

This close() method invokes the file objects exit() method to close it.

Reading a file:

myfile = open("text1.txt" , 'r') print(str(myfile.read())) my\_file.close()

Use readline() method to read the file line by line.

It reads only one line at a time.

myfile = open("text1.txt" , 'r') print(str(myfile.readline())) my\_file.close()

Important :Its really important that we close the file. For example, if file is not closed after last manipulation, and then we try to open it again to read, then it won’t read.

With/As keywords

using with-as keyword we can read and write into a file without having to close it manually.

Example

data = "some raw data to be displayed"  with open("text1.txt" , 'w') as with\_as\_write: with\_as\_write.write(data)  with open("text1.txt" , 'r') as with\_as\_read:  print (str(with\_as\_read.read()))

Regular Expressions:

Used to match patters with text

‘import re ‘ library for doing regex in python

re.match(r’\w’, data) - matches with the first word of the content.

re.search(r’\w’ , data) - searches in the first line.

.findall(pattern, text, flags) - Finds all non-overlapping occurrences of the pattern in the text.

• re.IGNORECASE or re.I - flag to make a search case-insensitive. re.match('A', 'apple', re.I) would find the 'a' in 'apple'.

• re.VERBOSE or re.X - flag that allows regular expressions to span multiple lines and contain (ignored) whitespace and comments. We can still use a explicit space in the set

escape characters:

• \w - matches an Unicode word character. That's any letter, uppercase or lowercase, numbers, and the underscore character. In "new-releases-204", \w would match each of the letters in "new" and "releases" and the numbers 2, 0, and 4. It wouldn't match the hyphens.

• \W - is the opposite to \w and matches anything that isn't an Unicode word character. In "new-releases-204", \W would only match the hyphens.

• \s - matches whitespace, so spaces, tabs, newlines, etc.

• \S - matches everything that isn't whitespace.

• \d - is how we match any number from 0 to 9

• \D - matches anything that isn't a number.

• \b - matches word boundaries. What's a word boundary? It's the edges of word, defined by white space or the edges of the string.

• \B - matches anything that isn't the edges of a word.

Two other escape characters that we didn't cover in the video are \A and \Z. These match the beginning and the end of the string, respectively. As we'll learn later, though, ^ and $ are more commonly used and usually what you actually want.

Counts: To make more effective and readable patterns

\w{3} - matches any three word characters in a row.

\w{,3} - matches 0, 1, 2, or 3 word characters in a row.

\w{3,} - matches 3 or more word characters in a row. There's no upper limit.

\w{3, 5} - matches 3, 4, or 5 word characters in a row.

\w? - matches 0 or 1 word characters.

\w\* - matches 0 or more word characters. Since there is no upper limit, this is, effectively, infinite word characters.

\w+ - matches 1 or more word characters. Like \*, it has no upper limit, but it has to occur at least once.

Sets: Matching exact characters and etc:

• [abc] - this is a set of the characters 'a', 'b', and 'c'. It'll match any of those characters, in any order, but only once each.

• [a-z], [A-Z], or [a-zA-Z] - ranges that'll match any/all letters in the English alphabet in lowercase, uppercase, or both upper and lowercases.

• [0-9] - range that'll match any number from 0 to 9. You can change the ends to restrict the set.

re.INGNORECASE or re.I tag is added as the third argument in the method to ignore the cases.

Negation: leaving a particular pattern that we don’t want.

[^abc] - a set that will not match, and, in fact, exclude, the letters 'a', 'b', and 'c'.

Groups: are defined using parenthesis ()

• ([abc]) - creates a group that contains a set for the letters 'a', 'b', and 'c'. This could be later accessed from the Match object as .group(1)

• (?P<name>[abc]) - creates a named group that contains a set for the letters 'a', 'b', and 'c'. This could later be accessed from the Match object as .group('name').

• .groups() - method to show all of the groups on a Match object.

• re.MULTILINE or re.M - flag to make a pattern regard lines in your text as the beginning or end of a string.

• ^ - specifies, in a pattern, the beginning of the string.

• $ - specifies, in a pattern, the end of the string.

Advanced Regex:

• re.compile(pattern, flags) - method to pre-compile and save a regular expression pattern, and any associated flags, for later use.

• .groupdict() - method to generate a dictionary from a Match object's groups. The keys will be the group names. The values will be the results of the patterns in the group.

• re.finditer() - method to generate an iterable from the non-overlapping matches of a regular expression. Very handy for for loops.

• .group() - method to access the content of a group. 0 or none is the entire match. 1 through how ever many groups you have will get that group. Or use a group's name to get it if you're using named groups.

​

Python Testing

In development we use an approach called TDD, Test Driven Development.

Here we create our tests before we write our code.

1. Doc Test:

Something that is unique to Python.

We write a doc string just when a function starts to say what the function does.

The tests are written similar to how we right code in a python shell, using three chevron symbol.

— Running doctest:

python -m dockets test.py

-m tells python to load the doc test module. doc test module runs the doc tests written in the test.py.

If nothing comes back on running the file, then its good. noting was failed.

Disadvantage:

can’t be reused as they are bound to the code they are written on.

all ofthere comparison is done through string comparison, so it can be tricky to compare floats etc.

2. UnitTest:Testing one particular aspect (method, function, etc) is called unit Testing.

Its a package in Python to create unit tests for our tests.

Unit tests help us to write a new python file for running our tests.

This has an advantage that we can execute it a normal python file unlike DocTest.

The methods in the unitest library should start with ‘test’ else they won’t run.

We normally import the ‘unittest’ module and create a class that extends ‘unittest.TestCase’ class

Sample Code:

import unittest

class SomeTest(unittest.TestCase):

def setUp(self):

# adding some initial set up.

def test\_five\_plus\_five(self): # The name of the method should start with test.

assert 5+5 = 10

def test\_one\_plus\_one(self):

assert not 1+1 =3

if \_\_name\_\_ == ‘\_\_main\_\_’:

unittest.main()

We can run this code by:

python -m unittest file\_name.py

python file\_name.py

——————————

All testing libraries work on the concept of assertions.

An assertion tests a condition in our code that must be met.

Quantitive Assertions:

assertEqual(a, b) - passes if a and b are equal.

assertNotEqual(a, b) - passes if a and b are not equal.

assertGreater(a, b) - passes if a is greater than b

assertGreaterEqual(a,b)

assertLessEqual(a, b)

assertLess(a, b) - passes if a is less than b

assertIn()

assertNotIn()

assertIsInstance(thisThing, isAnInstnaceofThisClass)

Testing that our exceptions get raised:

assertRaises Assertion is used in this case.

How to use assertRaises:

its used a bit differently when compared to other assertions:

with self.assertRaises(ValueError): # the type of exception that we need to confirm will be raised.

someMethod()

This test will pass only if the exception that we want is raised!.

Similar to ‘assertRaises’ we have ‘assertWarns’ and ‘assertLogs’ assertions. We can use these to check if warning or Log entries are created by our code.

Using Coverage:

This is library in Python that is used to tell if we have covered every aspect of our code in a test.

Install it using : pip install coverage

‘coverage run file\_name.py’ will simply run a tests

‘coverage report’ will give an overall report of % of areas that we have covered.

‘coverage report -m’ gives us the line of codes that we missed to include in our test.

‘coverage html’ will give a simple html version of our coverage.

​

Rules for Writing Python.

PEP 8 :

Python Enhancement Proposal

PEP 8 is Python's style guide. It's a set of rules for how to format your Python code to maximize its readability. Writing code to a specification helps to make large code bases, with lots of writers, more uniform and predictable, too.

Two blank lines between global function

We can run our file with ‘flake8’ to see if there are any errors related to PEP 8 convention.

DocString

A string at the beginning of the class or function that gives into about that method or class.

These very doc string are what is displayed in the help method of the shell..

import docstrings

help(docstrings.somemethod)

>> This will give us the help text.

Logging:

import logging

logging.basicConfig(filename='cc.log', level=logging.DEBUG)

logging.debug("DEBUGGED!")

The python Debugger!:

import pub

pdb.set\_trace() sets up the stoppage at a line.

We can print ’n’ or ‘next’ for next line of code

We can print ‘c’ or ‘continue’ to continue the execution

Remove the pdb line after debugging. So the most basic use of the this is inside the code as “

import pdb; pub.set\_trace() (the only place where we have semicolons in python)

(204, 255, 255)

​

Database

Important terms:

• model - A code object that represents a database table

• SqliteDatabase - The class from Peewee that lets us connect to an SQLite database

• Model - The Peewee class that we extend to make a model

• CharField - A Peewee field that holds onto characters. It's a varchar in SQL terms

• max\_length - The maximum number of characters in a CharField

• IntegerField - A Peewee field that holds an integer

• default - A default value for the field if one isn't provided

• unique - Whether the value in the field can be repeated in the table

• .connect() - A database method that connects to the database

• .create\_tables() - A database method to create the tables for the specified models.

• safe - Whether or not to throw errors if the table(s) you're attempting to create already exist

from peewee import \*

• TextField() - a field that holds a blob of text of any size

• DateTimeField() - a field for holding a date and a time

useful Methods:

.create() - creates a new instance all at once

.select() - finds records in a table

.save() - updates an existing row in the database

.get() - finds a single record in a table

.delete\_instance() - deletes a single record from the table

.order\_by() - specify how to sort the records

if \_\_name\_\_ == '\_\_main\_\_' - a common pattern for making code only run with the script is run and not when it's imported

db.close() - not a method we used, but often a good idea. Explicitly closes the connection to the database.

.update() - also something we didn't use. Offers a way to update a record without .get() and .save(). Example: Student.update(points=student['points']).where(Student.username == student['username']).execute()

db = SqliteDatabase("challenges.db")

class Challenge(Model):

name = CharField(max\_length=100)

language = CharField(max\_length=100)

class Meta:

database = db